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1. Abstract

1. Abstract

The aim of this thesis is to explore the current state of the art in procedural content

generation for levels. Based on the gathered knowledge, a library is developed to be

used in the development of serious games.

First, the thesis provides an overview over the usage of procedural generation in com-

mercial games, research and in the so called demo scene as well as a short overview

over the field of terrain generation, one of the main subjects of this thesis. It further

introduces the term serious games and gives an overview of projects in this field. The

first part is rounded up by adaptivity in games.

Next, a very short history of video games is given as well as a definition for the term

"serious games". The topic of procedural generation is then presented with the types

of assets than can be created as well as a brief overview of the techniques used. Af-

terwards an evaluation and selection of game engines, with the selected Unity engine

being used for the development later on.

The following sections focuses on the development of the library and gives a detailed

report on the techniques used and how they were implemented. The thesis concludes

with a summary of the goals achieved, followed by the limitations of the current work and

improvements for future projects.
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1
Motivation

Procedural content generation has been used in games since the days of home comput-

ers such as the Commodore C64, BBC Micro or Apple II. This thesis aims to explore the

current state of the art of procedural content generation for levels and use the knowledge

gathered to develop a library, which can be used in the development of serious games.

1.1. Serious Games

Games have been played since the ancient times, with the main purpose of providing

entertainment. By the turn of the 19th century, special games were used for strategic

simulations and training, especially the military had great interest in using games this

way. The first mechanical simulations were developed, mainly for military uses such as a

riding simulator during the first world war [1].
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1. Motivation

The book Serious Games [2] by Clark Abt was first published in 1968 and coined the

term. It describes games, whose main intention is not to entertain, but to educate and

train. At the time, video games did not exist, so instead card and boardgames are

described.

Today, it usually refers to video games following that concept. Due to the increasing

power and multimedia capabilities they are an excellent platform. But there have been

critical voices and problems of acceptance of video games as a new medium. The

wide spread use of smartphones and new interaction concepts like the motion controller

on the Nintendo Wii console attracting different groups of players and helped reducing

prejudices toward games [3].

1.2. Procedural Content Generation

Most games use pre-defined assets such as textures, models and levels that are

designed by artists and level designers. They are becoming more and more complex

and expensive to create as technology allows for more detailed creations. Also, they are

mostly static and do not change during the game, which could be intended to provide an

equal experience for all players, but also reduces the replayability of the game.

Contrary to pre-defined assets, which are stored in a specified file format and loaded

by the game, procedural content generation describes an approach using algorithms to

describe assets, which are generated at runtime of the game. By making use of random

number generators and other techniques to generate random structures an asset can

be different every time a game is played.

Procedural content generation can also be used for other purposes like saving disc

space through algorithmic modeling of assets. This has been done in the early days of

computing when resources were spare and is still very popular today in the demo scene,

where old hardware is used or strict size limits are imposed. Another application is to

create challenges scaled to the players progress and abilities, which is used in some

role-playing games.
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1.3. Goal

1.3. Goal

The main goal of this thesis is to explore different techniques for procedural content

generation. Also, a library to use with a selected game engine should be developed that

can be used in future projects.
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2
Related Work

This chapters gives an overview over previous work that is related to the subject matter.

2.1. Procedural Content Generation

Procedural generation has been used since the early days of computing in games for

various reasons. For some of the early games and games developed for research, the

techniques that are used for generation are known, but for most commercial games it

can only be speculated as the developers rarely release any information on it.
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2. Related Work

2.1.1. Early Games

One of the earliest uses was to save disc space, which was scarce in the early days of

computing. With this technique, David Brabam and Ian Bell managed to have 8 galaxies

with 256 star systems each [4] on a BBC Micro home computer which was only 48

kilobytes of memory in their 1984 game Elite [5].

Other games used it to increase replayability, like the 1980 game Rogue [6] developed

by Michael Toy and Glenn Wichman at the University of California, Santa Cruz and

University of California, Berkeley [7]. The game procedurally generates dungeons for

the players to explore, fight monsters and gather items. Since it was not possible to save

the game, every time the player dies or the game starts, a new dungeon is generated.

One of the most well known games to use procedural generation is the second installment

of The Elder Scrolls series, Daggerfall [8]. The game has a vast game world, spanning

about 161.600 square kilometers with 15.000 towns, cities, villages and dungeons, which

were generated beforehand and modified. The about 750.000 inhabitants are generated

at runtime, as well as the items and a number of quests aside the main story line. [9]

2.1.2. Current Games

One of the best know games to currently use procedural generation is the action role

playing game Diablo [10]. Levels are procedurally generated as well as enemies and

items, depending on the progress and player level.

Keeping the tradition, newer Elder Scrolls games like the fourth installment Oblivion [11]

also use procedurally generation, mostly for quests, items and enemies, which scale

with the players’ level [12].

The indie game Minecraft [13] uses 3D Perlin noise for the voxel-based game worlds [14]

and spawned countless of other indie games using similar techniques.

Elite: Dangerous [15], uses procedural generation to generate solar systems and

missions, similar to its predecessor Elite[5]. The upcoming title No Man’s Sky [16]

generates an entire universe, which consisting of up to 18,446,744,073,709,551,616

planets (18 quintillion), based on a 64bit seed [17].
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2.1. Procedural Content Generation

2.1.3. Demo Scene

Procedural generation is very popular in the demo scene, where old hardware is pushed

to its limits to show graphical fidelity that was not thought to be possible on it. Others aim

to produce impressive graphical showcases in the so called demos, which are a non-

interactive program showing off graphical fidelity. Demos are divided in categories, which

often impose strict size limits for the executable file. For example, the 4k category only

allows executables with a maximum size of 4 kilobytes [18], which makes it impossible

to use pre-designed assets. Instead, the available processing power is used to generate

assets algorithmically. A good example is the game .kkrieger [19], which uses procedural

generation for all content in the game, making it possible to put an entire, although

relatively simple, game into only 96 kilobytes of disc space[20].

2.1.4. Research

The 2009 game Galactic Arms Race [21] is an example for a game developed for

research, which uses an approach based on evolutionary algorithms to procedurally

generates weapons based on the players usage and play style [22].

The generation of game mechanics is the goal set in the approach proposed by Joris

Dormans [23] based on "key and lock" mechanisms and described as a formal grammar.

The mechanism can be taken literally, but also in a more general term, where the first

item is used to accomplish a certain task. In a different example, the key can be a

weapon and the lock an enemy, which can only be defeated with the weapon.

Fernandez-Vara et. al. [24] took on the task to generate puzzles for adventure games.

Contrary to those found in puzzle games, which generally have no context and therefore

only have to be logical, the puzzles in adventure games have to fit in the narrative of the

game. Some commercial games use randomized puzzles, but mostly as a form of copy

protection, which needed a code card or wheel [25] to solve them. Notable examples

are The Secret of Monkey Island [26] and more recently Ankh 2: Heart of Osiris [27].

But Fernandez-Vara et. al. wanted to go a step further and generate all puzzles in

an adventure game. To do so they analyzed existing games and found patterns in the

puzzles, which mostly consists of the same actions, like giving an item to a certain
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character, disassembling items and creating new ones. They developed a small game

which uses this concept to generate all puzzles. They succeeded, although the game

proved to be repetitive as the patterns did not allow for too much variation.

2.1.5. Terrain Generation

Synthesizing realistic appearing terrain dates back to work of Mandelbrot in 1983 [28],

using fractals to generate heightmaps. Other popular approaches include the midpoint

displacement algorithm introduced by Fournier et. al. [29]. Different types of gradient

noises can also be used to generate heightmaps, the most prominent being Perlin noise

developed by Ken Perlin [30] [31].

While the aforementioned approaches generate heightmaps that look authentic, they are

not based on physical principles. Erosion simulation emulates the natural process how

terrains originated. The basic process is that material from higher regions is disintegrated

and transported to lower regions, resulting in steep parts becoming more steep, while

relatively flat segments are evened out even more. Kelley et. al. [32] were the first to

introduce an approach to approximate terrain through stream simulation. A combination

of fractal modeling and erosion simulation was developed by Musgrave et. al. [33].

Terrain Sketching is a technique to give users a tool to intuitively create prominent

terrain features such as mountain ridges or rivers. The approach introduced by Zhou

et. al. [34] is based on patches that were extracted from real world elevation data and

placed along a sketch provided by the user.

2.2. Serious Games

The term Serious Game was coined by Clark Abt in his 1968 book of the same name [2].

Although focusing on card and board games, his definition of a game with the primary

focus to educate and train instead of entertain still holds up:
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2.2. Serious Games

Reduced to its formal essence, a game is an activity among two or more

independent decision-makers seeking to achieve their objectives in some

limiting context. A more conventional definition would say that a game

is a context with rules among adversaries trying to win objectives. We are

concerned with serious games in the sense that these games have an explicit

and carefully thought-out educational purpose and are not intended to be

played primarily for amusement. [2]

In digital games, one of the decision makers is replaced by an AI or programming that

simulates a player.

Michael Zyda proposed an updated definition in his article from 2005 [35]:

a mental contest, played with a computer in accordance with specific rules

that uses entertainment to further government or corporate training, educa-

tion, health, public policy, and strategic communication objectives [35].

While the primary focus is on education, this does not mean that the games cannot

be fun. In fact, it has been shown that when the games are, people are more likely to

play them [36], something that a lot of previous educational games neglected and thus

failed[37].

2.2.1. Military

Especially the military has a high interest for realistic training simulations. They provide

much funding and developed one of the earliest serious games. In 1996, a modified

version of Doom was used for military training, called Marine Doom [38]. The major

difference is that the player dies a lot faster than in the commercial games, which

requires the player to be more careful [39]. Today, the US military still uses technology

developed for commercial games, most recently the CRYENGINE3 [40] was licensed

for this purpose [41]. Another project by the US military is Americas Army [42], a team-

based first-person shooter which is intended for recruitment [43].

Another game developed for the military is Full Spectrum Warrior [44], which saw a

commercial release for XBox in 2004 and PC and Sony Playstation in 2005. The player
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takes on the role of a marine commanding a squad of four soldiers in a middle eastern

scenario, which was developed for the commercial versions. It is a strategy game and

focuses on tactical commanding, but contrary to most other games of the genre, it is not

played from a birds eye view, but instead the limited perspective of the soldier to make

the game more realistic. The game was developed for commercial consoles initially to

save costs and because recruits showed a high affinity for video games.

2.2.2. Commercial

On of the earliest games to be considered a serious game is the 1982 game Math Grand

Prix [45] for the Atari 2006 console. While being a racing game, the cars only move if a

player answers a math question correctly.

More detailed and sophisticated is SimEarth [46], a game developed by Will Wright who

also created SimCity among other games of the "Sim"-series, which all simulate a certain

aspect.In this game, players take on a god-like role and can adjust various parameters

on a simulated planet. The game does not have a set goal, the player decides how the

planet ends up with his decisions: habitable for intelligent life, an infernal hellhole or

anything in between, with the former being considered very difficult. The game teaches

the player about the development of planets and evolutionary principles.

A popular series of games with the title Crazy Machines [47] is intended to teach

players about physics by presenting the player with physics-based puzzles. The puzzles

represent abstract machines, they are considered solved if the machine is running. To

do so, the player has access to a set of mechanical, electrical and optical parts, with

some already placed unalterable. The games have been released since 2004 on PC

and various mobile Platforms.

Among other awards, the 2013 established Deutscher Computerspielpreis (German

computer games award) has a category specific for serious games. The 2013 winner

Menschen auf der Flucht(people on the run) [48] [49] focuses on the topic of people

fleeing from a civil war in Africa, which is rarely addressed in games.

10



2.2. Serious Games

2.2.3. Research

The game modification 1378km [50] for Half-Life 2 [51] by Jens M. Stober, a student of

Karlsruhe University of Arts and Design spawned controversy due to its theme. The

name refers to the length of the border between West and East Germany and players

take roles in one of two teams: refugees who try to escape to West Germany or guards

who try to stop them. Guards who have shot refugees have to stand trial at the end

of the game, as it was during the so called Mauerschützenprozesse (wallshooting trial)

from 1994 to 2004. While some people called it "tasteless", others saw it as a new way

to relive historical events [52].

Developed to support the healing process of young cancer patients, Re-Mission [53] has

not only shown promise but positive results in a study [36]. Players take control of a so

called nanobot, navigate through the body of a cancer patient to destroy cancer cells and

even manage treatment side effects. The results show that players acquire knowledge

about the illness faster and an increased rate of self-efficacy, which is presumed to have

led to changes in the behavior of the patients regarding their illness. This effect already

showed when players played the game an hour a week, with a further increase for

players who finished the 20 level game. Further research was conducted to understand

how this effect could be replicated in future games.

A different setup was used in the project Weatherlings [54]: it uses game mechanics

from collectible card games and is played on mobile devices. Characters on the virtual

cards are used to battle others and have traits which are based on weather conditions.

Combined with real weather data, being able to forecast for a short period of time gives

the player significant advantages, but requires knowledge about weather and how it

changes.

The game Atomic Orchid is based on a mixed reality approach, similar to the popular

game Ingress [55]. Most players are equipped with a mobile device tracking their position

and enabling them to complete objectives in a fictional scenario after a nuclear explosion.

Other players take a commanding role in form of the so called HQ which is played from

a computer, where they see the whole map and more importantly radioactive clouds,

whereas the field players only see the level of radiation at their current position. Players
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can communicate via text messages.

What all those examples have in common is that they rely on proven gameplay mechan-

ics. This seems like a good idea, as it lowers the bar to enter a game and serves as a

motivator for the players. Early educational games have a reputation for not being fun

and as such failed to motivate players, but instead were only seen as another tool to

force education on them [37].

2.3. Adaptivity

This sections gives a brief overview how adaptive systems haven been used in com-

mercial games, serious games and research. They usually rely on the same or similar

techniques as procedural content generation, the major difference is that they have to

adjust during the game and are not generated once before the game starts.

2.3.1. Commercial Entertainment Games

Epic Games’ multiplayer first-person shooter Unreal Tournament 2004 [56] has eight

difficulty settings when playing against computer controlled opponents (bots). The

difficulty can also be set to automatically adjusting, which means the difficulty is switched

in the game according to the players performance. In the authors experience, the

changes are very noticeable to the player, as the behavior and skill of the bots vary

widely.

The massivly multiplayer online role-playing game (MMORPG) World of WarCraft [57]

introduced a system called Flexible Raid in patch 5.4 [58]. Raids are portions of the

game available to groups of players, providing the most challenge in the game and the

best rewards. Previously, raids had fixed group sizes for 10, 20, 25 or 40 players. Flexible

raids scale the challenge according to the size of the group, which can range from 11 to

25 players.

MMORPGs usually consist of a vast world, which is segmented into areas which are

designed for players of a specific level. As a high level player, coming back to areas
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2.3. Adaptivity

that are meant for lower level players can be boring as the enemies are too weak to

provide any reasonable challenge. To counter this problem, Guild Wars 2 [59] introduced

a system called "dynamic level adjustment" [60], which scales the players level and

attributes to match with the current area.

The Elder Scrolls IV: Oblivion [11] uses a system to scale enemies according to the

players level and attributes to create a constant challenge [12]. A similar system [61] is

employed in Fallout 3 [62], a role-playing game of the same developer, Bethesda Game

Studios.

Left 4 Dead 2 [63], a cooperative first-person shooter, introduced a system to dynamically

change the game’s difficulty and pacing, called the "AI Director". It monitors players

progress, location and status and places enemies and items accordingly. The goal

is to create a different experience every time, which the developers call "procedural

narrative" [64].

2.3.2. Serious Games

Göbel et al. [65] used adaptation in serious games developed for rehabilitation. Two

games were created and both use sensors to monitor the players physical condition.

The goal is to have players training without overburdening them, and the sensor data is

used to adjust length and intensity to prevent doing more harm.

By using a player model based on knowledge space theory [66], Göbel et at. [67] were

able to use adaptation in narrative based games. They divided the mode according to

the three defined contexts learning, narrative and gaming to store specific information

and used them to adapt accordingly.

2.3.3. Research

Game developer veteran Scott Miller proposed that instead of having difficulty levels

for the player to chose, the game should adapt to the players skill and progress with a

concept he calls "auto-dynamic difficulty" [68]. He proposes that only a few variables

measured in the game are enough to make a reasonable assumption about the players

13



2. Related Work

skill level. Then, other variables in the game that are not directly visible to the player

are set accordingly, this should also be done subtle so that the player does not notice

something is changing.

Based on this idea, which was initially tailored toward the 2001 game Max Payne [69],

Charles et al. [70] developed a generalized model to determine the players skill and

preferences. This is intended to adapt the game to cater to the individual player, instead

of groups as most commercial games are designed. Games can adapt to the players

skill and his preference, but the system can also be used to prevent players from

exploiting oversights in the game design. For example, if a strategy or game mechanic

is unintentional extremely powerful, players are very likely to use them exclusively to

progress through the game faster and easier, at the expense of their experience of having

beaten a challenge. Instead of using simple variables, which are not generalized enough

to be used in games, they use an approach based on neural networks to determine the

player model.
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3
Theoretical Background

This chapter gives a brief introduction to video games in general and serious games

in particular. Additionally, a brief overview of procedural content generation, the core

concepts and techniques and how they are used in games.

3.1. Video Games

The term video game usually refers to games that are played on some sort of electronic

device. The 1947 cathode ray tube amusement device [71] [72] is recognized as the

first video game. Known for its usage of radar equipment as graphical display is tennis

for two [73] developed and shown in 1958. As all previous video games were conducted

at universities and other research facilities, Nolan Bushnell and Ralph Baer are seen as

the men who brought video games to the commercial market. Nolan Bushnell is best
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3. Theoretical Background

known for arcade machines and mostly Pong [74], which is often misconceived as the

first video game, although it was a very influential. Ralph Baer is referred to as the father

of home consoles, with his invention of the Magnavox Odyssey [75].

Over the following decades, vast improvements in processing power and memory

available led to more beautiful presentations, complex gameplay and the ability to tell

film-like stories in games. For the longest time, video games haven been seen as

something only for children or nerds, which sit in their basement all day. New input

devices like touchscreens used in the iPhone or Nintendo DS and motion controls as

used in the Nintendo Wii have opened new markets and brought video games to all

parts of society [3].

3.2. Serious Games

They major difference of serious games is that contrary to their entertainment-focused

counterparts, the intention is to train and teach. This does not mean that they cannot

be fun, especially since fun is major motivator and a reason why previous educational

games failed with their intentions [37].

3.3. Procedural Content Generation

This section gives an overview of procedural content generation, what can be generated,

which techniques are used in games in the past and present and why they are used in

the first place.

3.3.1. Generateable Assets

Procedural content generation has been used in video games since the early days, for

multiple reasons. This sections give a brief overview on what assets are commonly

generated in games.
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3.3. Procedural Content Generation

Levels

Procedural generation of levels has been used in games to increase replay-ability and is

a major part of the so called rogue-like games, which borrow concepts from the game

Rogue [6], which was developed around 1980 by Michael Toy and Glenn Wichman at the

University of California, Santa Cruz and University of California, Berkeley [7]. The game

procedurally generates dungeons for the player to explore, fight creatures and collect

items. One key concept is the so called permadeath, which means as soon as the player

dies, the game is over and all progress is lost, there is no way to save progress and

load it in case of failure. The player has to start again and will most likely get a different

dungeon. More recent games introduce some kind of progression system, for example

items that become available in future playthroughs once unlocked or global experience

increasing the starting attributes. An example is the 2015 game Ironcast [76].

Based on the same techniques procedural generation can be used to create vast worlds,

which are then modified by level designers. This technique is used to speed up the level

creation process [77].

Another usage of procedural generation is to save disc space. Early home computers

and consoles had very limited memory, storing a huge game world was not possible.

Algorithms to generate levels take a lot less space up than pre-designed assets and

only parts could be generated depending on the state of the game. As it was mostly not

intended to generate random levels, the same seed for the generation was used every

time, recreating the same levels every time, as seen in the game Elite [5] released in

1984. Todays systems have vast amounts of memory and processing power, but these

techniques are still heavily used in the demo-scene.

A major part of creating a realistic world is vegetation. Creating it manually can be

tedious, but there are solutions for it by using a form of formal grammar called L-Systems.

For details see section 3.3.2 in this chapter.

Textures

Procedurally generating textures has several advantages: the disc space requirement is

very low as they can be generated with few lines of code. One problem with textures
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in general is that they have to be made specific for a piece of geometry or otherwise

they do not look fitting. Procedurally generated textures can be generated depending on

the geometry and fit perfectly. Another problem with premade textures is due to their

limited resolution, they are usually repeated in tiles when applied to geometry, which is

noticeable and result in a less authentic look. Technologies like MegaTexture [78] can

counter this problem, but at the expense of requiring huge amounts of storage space and

textures have to be streamed to the graphics memory, resulting in loading artifacts when

quickly adjusting the camera. Procedural textures can be generated with any resolution

needed and with a few adjustments, variations of textures can be generated, for example

different types of wood.

The major downside of procedural textures is due to their random nature, they are mostly

useful for natural-looking textures like wood, marble or grass, as minor differences are

not a problem but mostly desirable. The more specific features a texture should have,

the more the process has to be controlled and is therefore slowed down as complexity

increases. At some point, creating the texture manually is faster and easier.

Other

In role playing games, items can be procedurally generated. It is prominently used in the

action role playing game series Diablo [10]. While the categories and graphics are set,

the attributes are randomly generated depending on the progress of the game. A similar

technique is used to scale enemies to the players level and progress, creating a constant

challenge for the player, which is heavily used in the Elder Scrolls games [8] [11]

3.3.2. Base Techniques

This sections provides an overview over some techniques used in procedural content

generation, with a focus on those used in the library and proof of concept game described

in chapter 5. Other techniques are only briefly discussed.
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Noise

Various noise functions have been used for procedural generation since the very begin-

ning. One of the most popular approaches was developed by Ken Perlin in 1985 [30].

The goal is to generate random structures instead of white noise. Since the generated

structures are reminiscent of terrain heightmaps, they are often used for that purpose,

although they are in no way physically correct.

Perlin noise uses gradients, which represent the slope of the tangent of the graph of

a function[79]. As a type of gradient noise, it is generated by first generating pseudo-

random gradients for every cell of an n-dimensional grid. The gradients should not be

completely random, Perlin uses a specialized hash function which returns a value from

a short set of randomized values. Next, interpolation between the gradients is used to

create the noise function, usually polynomials are used. To further increase the natural

look of the noise, a number of derivative functions are created and added up. The

derivatives are created by doubling the frequency, which results in halving the amplitude.

Thus the frequencies have a ration of 1:2 to each other and form "octaves".

The original source code by Ken Perlin is available [80], but written in a very compact

manner which makes it almost necessary to decipher it. Also, the original algorithm’s

complexity has a complexity of O(n3), a version called Simplex noise that has a complex-

ity of O(n2) was developed by Ken Perlin in 2001 and patented [31] [81] for dimensions

of three and up. For a more detailed explanation of the method see the technical report

by Whilem Burger [82].

Another application for noise is the generation of textures. Having a parametric descrip-

tion of a texture makes it possible to generate variations of textures, for example different

types of wood. They are mostly used to create textures reminiscent of natural materials

like wood or marble. Another usages is creating clouds, as 2D or 3D textures.

Formal Grammars

The concept of formal grammars dates back to the work of Noam Chomsky [83] [84].

They are used to describe and generate formal languages. They consist of four parts: a

start symbol S, a set of productions rules P , a set of non-terminal symbols N (which
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Figure 3.1.: Example of noise created with Perlin noise

includes the start symbol) and a set of terminal symbols Σ. They usually consist of text

strings. The start symbol describes the initial state, while the production rules specify

how the start symbol and non-terminal symbols can be replaced over the course of an

iterative process called "production". Production ends when there are no non-terminal

symbols left or can be limited by a set number of productions. An example for a simple

grammar with start symbol S and terminal symbols a and b is given in figure 3.2.

S → aSb
S → ab

Figure 3.2.: Example of a simple formal grammar

Formal grammars have multiple uses, for example to create a parser for a formal

language, commonly used in compiler construction. For procedural content generation

they can be used to create missions as used by Joris Dormans [85] [86]. He uses a

different form of grammars known as graph grammars. They are unique as for non-

terminal and terminal symbols are not strings but nodes in a graph. To form the geometric

structure of the level, shape grammars are used and consist of shapes.

Another popular type of formal grammars called Lindenmayer systems (or short L-

Systems) are used to generate vegetation. They were developed by Aristid Lindenmayer

in 1968 [87] as a way to describe the structure of plants. Similar to the usage of formal

grammars with formal languages, L-Systems can be used to generate vegetation the

same way. They are heavily used in the middleware Speedtree [88].

20



3.3. Procedural Content Generation

Other Techniques

Evolutionary Algorithms are commonly used to find viable solutions to optimization

problems in a reasonable amount of time. The perfect solution is often hard to find, but

if a good one is already sufficient they are usually preferred because they are much

faster to find. Based on principles found in evolution, where fitting solutions survive,

evolutionary algorithms work on a set of different solutions and test them against a

problem. Good ones are taken into the next iteration and for the others new ones based

on the good solutions are generated. Other approaches include tournaments, where

solutions are set against each others and the better one moves on to the next round.

In games, evolutionary algorithms are rarely used, most likely due to the amount of

processing power required by them alone[89]. A notable exception is the action rpg

Galactic Arms Race [21], which employs an evolutionary approach to generate weapons

based on the players playstyle [22] [90].

Celluar Automata have been used to create cave structures in games. They consist

of a grid of cells that have one of several defined states. Every cell has a defined

neighborhood, usually the directly adjacent cells. By creating so called "generations"

through iterating, the states of the neighborhood cells are changed over time according

to a function defined, which can be displayed as an animation [91]. One of the most

famous mathematical problems that can be described through a celluar automaton is

Conway’s Game of Life [92].

Celluar automata haven been used by Johnson et. al. [93] to generate caves for rouge-

like games, with the states being floor, wall or rock. The grid is initialized with random

values, over which is iterated a set number of times.

Aside from procedural content generation, cellular automata haven also been proposed

to be used in cryptography to generate pseudo-random numbers [94] and error correction

coding [95].

Erosion Simulation is an alternative method to generate terrain by simulating the

natural process of erosion. The basic principle is that due to various natural effects,
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material from higher levels is dissolved and transported to lower regions, eventually

stopping when filling up irregularities. This means that steep parts become steeper and

relatively flat sections are evened out even more.

These models are usually more accurate than the landscapes generated by noise

functions that are trying to recreate the effect, but are also far more complex to implement.

There is no built-in mechanism to ensure they are useful for games. Olsen et. al. [96]

developed an approach which was implemented as cellular automaton and has been

used in the commercial realtime strategy game Tribal Trouble [97], whose source code

was released in 2014 [98]. Another example of implementing erosion simulation is using

fluid simulation, as it was used by Neidhold et al. [99].

3.3.3. Discussion

While all the mentioned techniques provide good results in their specific field, a major

challenge to use procedural content generation in a game is to ensure that the generated

content is useful.

For custom generators, e.g. for items and enemies, the number of attributes is limited

and can be kept within limits quite easily. But they still need lots of testing and tweaking,

a negative example is the second installment of the The Elder Scrolls franchise, Dagger-

fall [8]. The game is infamous for generating pretty much everything: items, enemies,

quests and large parts of the world. But this resulted in very mixed results as the random

nature of many aspects of the game created illogical quests and therefore disgruntled

many gamers [100].

With more complex content like a landscape, generating a suitable result is even harder.

While the result may look good, all relevant places have to be reachable by the player.

So generating a landscape without using further information can lead to results that

has all the features of a landscape, but is useless for a game. The key is to generate

something random, but which has a certain structure or satisfies constraints that keep

the randomness at bay.
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4
Technical Background

This chapter states the technical background of the thesis. It gives a brief introduction

to game engines in general and documents the process used to select a game engine

suitable for the thesis. Additionally, some important technical terms are detailed.

4.1. Game Engine

A game engine in general is a framework designed for developing video games. The

main functionality include real time rendering of 2D and/or 3D graphics, input handling,

audio output and physics simulation including collision detection. As the capabilities of

hardware increased, other aspects such as scripting and networking became important

and are a basic requirement for any game engine today.

With the limited resources available and the major differences on early hardware plat-
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forms such as the Atari 2600/Atari VCS gaming console and home computers such as

the Commodore C64, BBC Micro or Apple II, every game had to be written from scratch

and adapted to the platform to get optimal performance. More performance available

made it possible to abstract the technical aspects from the gameplay itself, helping

development and portability of games. Another factor was the upcoming modding scene:

players found ways to modify or hack a game, often in destructive ways. John Carmack

of id software saw this as an opportunity and for their game Doom he developed a

system to modify the game without overwriting existing parts [101]. In its successor

Quake, the abstraction was complete as the gameplay code was written in the in-house

developed language simplified version of C called "QuakeC" which is compiled into

bytecode and interpreted at runtime [102]. Both engines created for Doom and Quake

haven been licensed to other game companies [103].

The games industry today is a large market, even surpassing the film industry in terms of

its net worth [104], it is also a very diverse one. The so called "Triple A" titles with budgets

of 7 figures or higher developed by teams of hundreds of people and advertised with

an equal amount of money. These games are usually based on in-house developments

or big engines always trying to be at the technical edge like the Unreal Engine by Epic

Games [105] and CRYENGINE by Cryteck [40]. Developments costs have skyrocketed

over the years and big advancements in graphical fidelity are usually tied to the release

of a new generation of gaming consoles[106].

Contrary to big budget productions and game developers, in the last years more and

more small, independent developers have started to develop games on a much smaller

budget, usually resulting in less graphical fidelity with a focus on gameplay and stylized

graphics. They usually use different development toolkits created with the smaller scale

in mind, such as Haxe [107] or highly specialized frameworks such as RPGMaker [108].

A new market has opened in the form of mobile games, with vastly different controls

and new challenges such as a limited battery life. While quite powerful, they have

significantly less performance than consoles and gaming PCs, which were the dominant

gaming platforms for decades. Developing for mobile platforms is generally cheaper,

comparable to independent games, but still portability and the ability to share assets

and code is advantageous in terms of development costs. With his in mind, new game
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engines focus on portability and asset sharing, probably the most popular right now

being Unity3D [109].

4.2. Engine Selection

One of the first goals of this thesis is to find a game engine suitable for the needs of

serious games. Finding a suitable engine is critical as it will influence the course of the

thesis and is not easily revertible, therefore the decision making process has to be done

carefully.

The engine must have all the functionality needed to start developing a game without

having to make changes in its core. The learning curve should not be too steep, as

it will be used by others without major experience in software development. It would

be beneficial if the gameplay code can be written in a language different than the core,

which would make development easier.

For an early evaluation, a cost-utility analysis was done and resulted in three potential

candidates, which then were examined in detail. With those candidates, a small game

was developed to test its capabilities, ease of use and time needed to familiarize with

the engine.

For procedural content generation, a suitable approach has to be chosen. Criteria are

complexity of implementation, use in serious and commercial games, and performance.

Also, the randomness of the results has to be controlled, not all will be suited as they

have to be playable.

A small game was implemented using the game engine with procedural content genera-

tion as a proof of concept. It should be designed to have multiple levels of difficulty which

affects the generation process. Manual adjustment by the player is sufficient, changing

the difficulty according to the players performance and physical condition is planned for

the future. The differences in the generated content should be as subtle as possible,

because if the players notices that the difficulty is raising or dropping, it could have an

impact on his behavior.

25



4. Technical Background

Score Weight
0 -

1-2 nice to have
3-5 medium
6-8 important
9 very important

(a) Weights used in cost-utility analysis

Score Degree of Fulfillment
0 not available
1 poor
2 fair
3 satisfactory
4 good
5 very good

(b) degrees of fulfillment used in cost-utility anal-
ysis

4.2.1. Cost-utility Analysis

Game development is not only a big industry, but also a widespread hobby among

software developers. As a result, an enormous number of commercial and free, open

and closed source game engines have been developed. The Wikipedia List of Game

Engines [110] lists 253 engines and libraries in total, while the DevDB [111] on the

developer resource website www.devmaster.net [112] lists 368 engines. It is not

possible to try every one of them therefore they have to be filtered to a bearable number.

Beforehand, engines that are not flexible enough are eliminated, mostly 2D and 2.5D

engines and engines that specialize in a certain genre.

Cost-utility analysis is a form of financial analysis. In this work the so called "Nutzwert-

analyse" is used, which differs from the Cost-utility analysis in English speaking contexts,

were is mostly used in health economics. The basic idea is to define criteria, categorize

and weight them. The process itself is by far not as elaborate as other processes in

decision making, but here the main use is to filter a vast amount of candidates in a short

time period. The weights and degree of fulfillment are set subjective and were updated

multiple times over the course of the thesis.

The weights are set from 0 (not applicable) to 9 (very important), for a detailed list see

table 4.1a. Degrees of fulfillment are set on a scale from 0 (not available) to 5 (very

good), detailed in table 4.1b.

As reference, DevDB is used as it provides more information about the activity of the

engine, with additional candidates added by recommendations of the research staff at

Ulm University. First, only active engines were considered and all without or with a very
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small number of user reviews were eliminated. The list of remaining engines can be

found in table A.1. Next, the cost-utility analysis is done, the criteria are listed in table A.2.

The following section describes the criteria in detail and the one afterwards discusses

the results.

Selected Engines The selection consists of some well known and lesser know engines.

Generally, open source solutions are preferred, as they provide the ability to change the

core if needed (which is not intended) and independence from companies. Most of the

proprietary engines have multiple licensing levels, including access to source code but

only for a large sum, which is not suited for an academic budget. Some engines are

only available through a licensing fee, but may be available for academic purposes at

a reduced fee or even without cost. This is the case for the Unreal Development Kit,

which is a free version based on the Unreal Engine 3 by Epic Games. It was initially not

a candidate, since the focus of the engine is on big budget titles. But with the increasing

importance of small, independent game developer for the industry, having a cheaper

version with less functionality can attract small developer teams and even students.

Therefore, Epic Games (and other companies) have started a program targeted to get

more academic users into Unreal Engine 4 [113].

Criteria

In this section, the criteria used in the cost-value analysis are detailed. An overview is

shown in table A.2.

License While game engines with open source licenses are generally preferred, closed

source solutions are not ruled out if other criteria have good scores. Therefore, open

source licenses get a four times higher weight than closed source, with the other scored

with 0.

Technical Aspects Technical aspects cover criteria programming language, supported

functionality, architecture and supported platforms.
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Most game engines are written in C/C++, mostly for performance reasons, but some can

use code written in a different language through bindings or interpreters such as Python

or .NET languages such as C#. This is beneficial as C/C++ is not in the curriculum of the

major lectures at Ulm University, which mainly focuses on Java as initial programming

language. Since most students are unfamiliar with it, they tend to have an avoidance of

lower layered languages and often only heard of the downsides (pointer arithmetic in

particular), at least having an option to write code in a different language would benefit

adoption rate. Changes at the core of the engine are not intended.

Functionality is not a key point, as most engines support all the basic functions in terms

of graphics, sound and input. Advanced features, especially in graphics, are not a hard

requirement.

Supported platforms focus mainly on computers with Windows, Linux or MacOS. Having

the ability to deploy a game in a browser environment would benefit testing and conduct-

ing studies as setup time would basically be non-existent. Mobile platforms, in particular

Apple iOS and Android would also be beneficial. Availability of either of them or both will

be rewarded with additional points. Additional platforms such as gaming consoles are of

no additional value and are not rewarded with points.

Activity of Developers Since the engine decided on will be used in future projects, it

should be actively developed and maintained by the developers to avoid running into a

dead end or having to do more work on our own which not is not tied in with developing

a game, but fixing bugs and developing additional functionality. Updates should be

released in regular cycles. Having developers actively interacting with the community

would benefit the learning curve or time needed to fix problems, as quick help would be

available.

Tool Support Having the ability to use the engine and develop games in familiar

Integrated Development Environment (IDE) would be beneficial in terms of familiarization

with the engine. In our case, eclipse is the standard IDE, although mostly students can

choose what they want to use as long as all needed functionality is available, but are on

their own then. The ability to use assets from artistic tools to create models, animations
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and textures would also be of benefit. If the engine itself provides tools for tasks like

programming, modeling or level design it would reduce development time and the need

to find compatible solutions.

Community An engine can be good on paper, but if it is not widely used it is for benefit

us. A widespread engine with experienced users can help easing the learning curve

and solving problems quickly. Generally the number of active projects and their general

progress is a good indicator, although not all problems are rooted in the used technology.

Ease of Learning The most important aspect is the ease of learning of the engine. As

the projects will mostly be developed by students, it cannot be expected from them to

have much experience in developing projects of this scope, they are actually meant to

gather experience first hand. Therefore, having a too complex engine is of no benefit.

A steep learning curve is probably the most significant aspect, which can be eased by

having sufficient literature (ideally both analog and digital) and tutorials. Seeing the

scope of a game engine, good documentation is a must and would be beneficial to

developers. Having support directly from the developers can also be a great help, as

their knowledge of the inner workings of the engine usually surpasses that of an average

user which would benefit in solving problems related more to the internals. This criteria

is closely tied in with the general activity of the developers.

4.2.2. Preliminary Results

In this section, the results of the cost-utility analysis are presented and discussed. For

detailed results, the tables for each engine are found in the appendix A.2.

Open Source Game Engines

The Blender Game Engine is an extension to the modeling tool Blender [114]. Overall it

is a decent engine, but it lacks developer support and in the future it will be developed to

be a tool for game prototypes, architectural walkthroughs and scientific simulators [115],
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which is not the direction we want and is most likely going to be a dead end.

Cafu is also a decent engine with an outdated feature set for visuals. It seems like

development has not stopped, but slowed down a great deal to the point where the

commits to the source code version control system only appear weeks apart, are small

and the last official release dates back to 2012 - not a good outlook and a potential dead

end. Crystal Space is a very similar case, both have not been used in a lot of projects

and activity by developers and users is decent.

Irrlicht is probably one of the oldest still developed engines and is used in quite a few

open source and commercial projects, but the last official release was in 2013, commits

to their version control system have slowed down. The biggest downside is that it is

mainly a graphics engine, everything else has to be provided by add-ons which might

lead into a dead end if development of the plugins stopped or the interfaces in the

core engine changes. Overall a solid engine, but it lacks additional tools and steady

development.

jMonkey is one of the two Java-based engine in this comparison and has a good set

of features with everything needed from a programmers standpoint and good platform

support. Learning curve seems good and quite a few projects are active, but it seems

that the development of the engine has slowed down more and more over the last

months. A major downside is the lack of support for common file formats of modeling

tools, only Blender models are currently supported. It is possible to run jMonkey projects

in a browser, but only as a Java Applet, which got a bad reputation for being a security

risk due to flaws in the Java Runtime Environment.

Its competitor libgdx is heavily developed with new releases every couple of weeks and

an comparable set of features. It also only supports a few model data types, mostly from

open source software like Blender and brings some editors with it, but mostly for minor

task like creating particles. On the plus side it supports all needed platforms and due its

highly active development, libgdx makes it into the final evaluation.

OGRE is a very old engine but still actively developed, with a big community and many

tutorials and literature available. Despite having a competitive score, it will not be

evaluated in the final round. The reason is that it is mainly a graphics engine and

all additional functionality is provided via add ons. This could be fatal if they are not
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developed by the core-developers and interfaces change, which is a risk not worth taking

and the other features are not enough to justify it.

The last of the open source engines is Panda3D, formerly developed by Disney as

closed source and now in the hands of the Carnegie Mellon University. It has a solid

feature set and has been used in a good number of free and commercial projects. It

is a solid engine overall, but will not be considered further as it has almost no active

developers. It seems like it is only developed if a student of CMU uses the engine, but

otherwise not much happens. And it does not stand out in any other criteria to justify a

place in the final evaluation.

Closed Source Free of Charge Engines

Esenthel is very interesting engine with a feature set comparable to commercial engines

and passable licencing fees if desired, but they are bound to the number of developers.

The community and number of projects seems small, but is highly active as is the devel-

opment of the engine. It supports all desired platforms and has a good number of tools

with it. The biggest downside is that it can only be used with C/C++ code, which might

make it hard to convince student to use the engine, but due to its otherwise high score it

is included in the final round of evaluation.

The NeoAxis engine is based on OGRE, but greatly enhanced by visual updates, more

features and editors. It is actively developed, with major releases every six months. It is

overall a solid engine, but lacks features that stand out and lacks documentation and

tutorials.

Shiva 3D seem overall like a solid engine, supported platforms and a features set com-

petitive to commercial engines stand out. The downside is that development seems

rather troublesome, the next big version is overdue for 2 years with a beta version only

released recently, the last major version being more than four years old with a small bug

fix version released in December 2013. Despite otherwise seeming like a good engine,

this could prove troublesome which is reflected in the scores and therefore it does not

make it into the final round.

Unity is probably one of the most used engines at the moment, from small two man
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teams up to big budge productions. Its feature set is unparalleled by most other engines,

especially in provided tools which make almost every other software (including an IDE

and modeling tools) unnecessary for small projects. It is very actively developed, well

documented and the large community provides much help and tutorials, in addition to

the already huge number provided by the developer. It supports all desired platforms

and gameplay code can be written in convenient languages (C#, Boo (Python inspired

language) and UnityScript (JavaScript dialect)). In combination, Unity achieves the

highest score of all engines and is therefore included in the final round of evaluation.

A bit of special place takes the Unreal Development Kit and Unreal Engine 4 in

this comparison. Both are mostly used by big budget products with professionals of

all needed crafts involved. This makes for a features set even outperforming Unity,

especially in graphical fidelity, where the engine is one of the most impressive on the

market. To bring smaller teams to use the engine, developer Epic Games has released

the UDK for free, which is based on the Unreal Engine 3. It has all the major features

and a huge amount of tools provided with it. The downside is the complexity, which

might be too much for small projects and students not familiar with a software this size

and coded in C++. Additionally, the current Unreal Engine 4 is available for academic

use for free (but still 5% of gross revenue has to be paid for sold products [116], which is

not the case here), but with even more functionality and complexity, it is left out of the

final round of evaluation despite having the second highest score over all. But it might

be a viable option in the future, especially if students already worked with it.

Results

In the final round of evaluation, three engines will be looked at in detail: Unity (Score:

486), Esenthel (437) and libgdx (429). Every engine will be used to develop a small game

to see how fast a usable result is possible and the amount of familiarization needed.
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4.2.3. Detailed Evaluation

After the cost-utility analysis, three candidates have been chose to be further evaluated in

detail: libgdx, Esenthel and Unity which achieved the highest scores overall. Although

having a very high score also, the Unreal Engine 4 was left out as its primary focus on

big budget production will likely result in a steep learning curve, which is not suitable for

our needs.

For the remaining candidates, test installations will be done and a small game will be

developed with each to find out how quickly and easily first results can be achieved. To

learn more about the engine, documentation and tutorials will be studied in greater detail

than before.

libgdx

libgdx is a game engine in the most classical way and the only open source engine in this

detailed evaluation. It does not bring much in terms of additional tools and everything is

done in code. It operates rather near the core of the engine, as shown in the examples,

updates are done in a render() callback method. It can be decoupled from it by using

an event-based system, otherwise update frequency depends on the frame rate which

can lead to unexpected side effects. Although the engine is written entirely in Java (with

bindings to OpenGL), performance is very good.

It comes with an installer tool which can generate projects for eclipse and IdeaJ, but

this option is well hidden. Otherwise a generic Gradle [117] project is generated which

can be imported in various IDEs given they are compatible or a plugin is installed. The

installer downloads the latest version of libgdx and all required libraries, in particular

the Java build system Gradle [117]. It supports all major platforms and only very little

platform-specific code has to be written.

libgdx is relatively new and is actively developed with new builds almost every week.

They usually do not break older programs, although it has happened a few times in the

past. There is a good amount of tutorials, although one has to be careful if its based on

an older and outdated version. The documentation by the developers is sufficient and

the provided examples provide a good start, but advanced techniques are only used in
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the examples without further explanation and use sophisticated programing techniques

common in game engines, especially matrix transformations, but are hard to understand

without proper documentation and prior knowledge.

From a procedurally generated content (PCG) standpoint it should not be too difficult.

libgdx does support only a few types of geometry data, among them the Blender format

which also allows to import complete scenes and a json-based format which saves the

vertex coordinates.

Esenthel

Esenthel is a closed source game engine written in C++ with a lot of advanced fea-

tures. There is no free version, only a demo version which misses critical features like

deployment to release. Licenses are rather cheap, with a monthly subscription model for

about 10 US-dollars a month, a license priced 19 US-dollars a month gives access to

the source code. Modern rendering techniques are supported such as Bump Mapping,

Tesselation and Screen Space Ambient Occlusion [118]. Although code is written in C++

only, there haven been made changes to circumvent some of the quirks, for example

the order of function declaration does not matter and prototypes are not needed, which

makes the code somewhat reminiscent of Java or C#, but at certain points relies on C++

techniques like pointers. The engine does not bring a C++ compiler and debugger but

instead needs external tools. On Windows, it relies on the infrastructure provided by

Microsofts Visual Studio. It uses a client-server-structure at all times, even if only one

developer wants to work he first has to start the server and then open the project, which

essentially starts the client environment. It features a code editor with auto completion

(although sometimes overzealous), a world editor and tools to edit models and textures

to a certain degree. They are fine for beginners, advanced users might want to use

other, more specialized tools. It supports a good number of formats for assets, as long

as they are not patent protected like music in mp3-format. Import can be done via drag

& drop and every asset is given an unique identifier (UID). The included editors displays

a defined name instead of the UID, but as soon as the project is exported, for example

for debugging, only the UIDs are visible which can be confusing. The code editor itself is
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good, but to get its full potential it requires a certain workflow, otherwise development

can be painful. Other tools include a complete GUI System supporting most standard

graphical user interface (GUI) elements like labels, buttons and drop down menus.

Esenthel is a rather unknown engine with a small community, therefore the number of

tutorials and additional material is very limited. The official forum is very active with the

main developer himself answering a lot of questions directly. Most of his answers though

are very technical, often consisting of only code using advanced C++ concepts. The

official tutorials consist only of code, which is well documented but still only code. They

can be found on the server as its own tutorial project and cover all major aspects of the

game engine and its features. Additionally, there are video tutorials covering other topics

like the usage of the graphical editors.

Having an integrated project structure can be a good thing, but Esenthel takes the idea

a bit too far. The projects can be structured with sub folders, but they appear only in

the editor. On the hard disk, in the projects directory are folders with seemingly random

names, which contain some named files and a lot of files with random names and no

structure. These are all the assets and code which makes it hard to identify them and

can be painful to use with a version control system. The server software can be installed

on a server for collaborative work, but has no version control integrated which is a must

in modern software development.

Since all code is written in C++, for deploying an app for Android the native development

kit is required as well as the very outdated Android SDKs Version 1.7 and 2.3.3 as

well as Java Development Kit version 7, version 8 is not supported. Once they are all

installed and correctly configured, deployment runs smooth. Deployment to a web-based

environment could not be tested as only the demo version was used for testing, which

does not support this feature.

Unity

Unity is a closed source engine with a huge following, no doubt due to the licensing

model which gives the basic version away for free which also allows commercial releases.

The pro-version has advanced features especially in the rendering and performance
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department and is useful for big budget productions. Unity claims to have a market share

of 45% with 3.3 million registered developers and over 600 million players [119]. It was

also one of the first engines to lay its focus on easy multiplatform development. It is

mainly used for small games developed my small and medium sized, independent game

developers, but is also used for big budget productions like Wasteland 2 [120] with an

approximate budget of over 3 million us dollars from crowd funding [121].

Unity deviates from the other engines in this evaluation due to its focus on scripting the

game behavior and does not require knowledge about game engines and computer

graphics in general, but they can be useful to increase performance. The basic element

is the GameObject, which can have multiple components like scripts, sounds, geometry

and colliders used for hit detection. Every GameObject handles its own behavior

in the attached scripts, which can be written in C#, Boo (Python inspired language on

Microsofts’ dotNet platform) or UnityScript (JavaScript derivate), communication with

other objects is done via an internal messaging system or the event system of dotNet.

The game loop is not directly visible to the developer, instead every GameObject

with a script component attached that derives from the class MonoBehaviour has

an Update() callback which gets called every time a new frame is rendered. For

programming, the MonoDevelop IDE is brought along but can be replaced with any other

external editor.

Unity supports a lot of formats for assets like textures, sounds and models and converts

them to a suitable format on import. All assets are organized in a folder of the same

name which can have user created sub-folders for structuring. Most of the work can be

done in a graphical interface, from creating objects to adjusting parameters, even while

the game is running and the changes are immediately shown. Additional assets can

be downloaded and bought from an integrated asset store. A physics library for both

3D and 2D environments is integrated and can be used though scripts or component

properties. A great deal of changes can be done through the graphical interface, but it

takes some getting used to, especially in finding all the relevant options. Optionally, a

server software for collaborative work and version control is available for purchase [122].

Of all the engines in this evaluation, Unity certainly has the biggest community by far and

therefore an enormous amount of tutorials and additional material are available: books,
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videos and magazine articles. The developers provide a manual with guides in text and

video form to all relevant information and always up to date with the current version of

the engine.

4.2.4. Result

libgdx is a good engine overall with everything that is required but lacks features to help

developers and tool support. While it would be a good engine to use for this thesis, I

believe it should get more development time to stabilize its development and for the

development of more tools.

Esenthel feels a bit like golden cage: very good feature wise, but almost no control over it.

Combined with the fact that C++ code is required which is not in the standard curriculum

of Ulm University and the well known dislike of many students for this language, Esenthel

was not chosen for the final development.

Unity fulfills the prediction of being the best option after the cost-utility analysis: it

requires the least amount of time to become acquainted with the engine, a big part plays

the high abstraction from technical layers. With the main develop language being C#,

which is close to Java and lots of additional functionality, Unity was chosen as engine for

the next parts.

4.3. Data Structures

4.3.1. Heightmap

Heightmaps are used to describe a landscape in the form of a two dimensional raster

image. They are used to describe a so called 2.5D terrain. The term is based on the

fact that the geometric structure is essentially two dimensional with an added height

component. This means for every cell with coordinates X/Y in a grid, there is exactly one

Z-value (sometimes the coordinate axes are switched, with for every cell in a X/Z grid

there is exactly one Y-value). This has the advantage of being a simple and efficient

approach, but has the limitation of not being able to create any type of terrain. Overhangs
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are not possible as they require multiple Z-coordinates. A similar technique is used

by early 3D games such as Doom to cope with the limited resources available [123].

Although being three dimensionally rendered, every level is based on a two dimensional

floor plan, which makes rooms stacked on top of each other or angular floors and ceilings

not possible without tricks to emulate them, as used by the Build enigne developed by

Ken Silverman [124]. A detailed explanation of the inner workings of the Doom engine

(renamed to id tech 1 in 2007) was written by Fabien Sanglard [125].

In the following sections, the term heightmap is used when the finished product of the

generation process is referred to.

4.3.2. Noisemap

In the following sections, the term noisemap is used to describe a a two dimension

raster image, which is used during generation to store the noise generated by the Perlin

noise [30] algorithm. In contrast to the heightmap, it describes the raw, unprocessed

noise, while the heightmap is the finished structure.
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Application

This chapter describes the concepts used in the library and proof of concept game.

5.1. General

In this thesis, three kinds of levels can be generated: Landscape, cave and dungeon.

On every level, missions are generated, which take a role in shaping the level to ensure

that all points of interest are reachable.

The landscape serves as a hub-level and consists of a basic height map and connects

various other points of interest. The landscape will be generated once and then stored

to not confuse the player when he searches for a certain location. A key aspect is

the transition to a cave and dungeon, which are placed randomly and lead to newly

generated levels every time, but can only be accessed once per play session.
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A cave is a type of sub level and is generate from Perlin noise, which was used because

it is suitable to achieve the natural look required.

Dungeons on the other hand should look like they have been built by humans, so the

more natural and organic look resulting from using fractals is out of the question. A

approach based on a graph structure is used instead.

5.1.1. Missions

The missions are the tasks a player has to do in order to complete the game and are the

basis for generating terrain sketches, which will be explained in detail in section 6.2.4.

Missions are organized in an acyclic graph structure and consists of objectives, which

are represented as the nodes. Some objectives have to be completed in a specific order,

as they can have prerequisites, for example a has to be collected before chest can be

opened. Others can be completed in any order, which is also represented by edges in

the graph.

Every graph consists of a start and end node, which are introduced to make it possible to

have multiple missions in one graph, although it is currently not used. The objectives vary

depending on the scene they are generated for. The process of generating a mission is

loosely based on Lindenmayer systems [87], although a lot simpler. A simple grammar

is defined and the number of productions is based on the selected difficulty.

The nodes are placed on a Texture2D of the same size as the noise texture, the

nodes are placed in segments, which are calculated through the size of the texture

and the number of objective types in the graph, with start and end nodes also being a

type. This results in a random distribution, but makes sure to use most of the available

space, although they can be clustered. This can be solved by using a more advanced

distribution, as projected in chapter 8.

There are different sets of possible nodes, depending on the level they are generated

for. Landscape missions are meant to lead the player into caves or dungeons, which

then have their own missions. They are only generated once upon the start of a game,

whereas the missions in caves and dungeons are generated every time the player enters

it. A player can chose to abandon the mission by returning to the starting point or use the
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normal exit, but only after all objectives are completed. The mission on the landscape

will be marked as fulfilled.

5.1.2. Landscape

Generating landscapes has been a very well researched topic and for this task, plasma

fractals generated via Perlin noise are used. The approach used here is based heavily

on one explained by a user called "scrawk" in his blog [126]. It uses the concept of

2.5D terrain, which means that for every point in a field of X and Z-coordinates, there is

exactly one Y-value defining the height of the point. While this does not allow for certain

landscape features like overhangs, it is a simple and effective method.

One heightmap is generated from two components: the plain- and mountain noise. Both

have the same dimensions, the main difference is in the amplitude. Plain noise only has

a very narrow amplitude, resulting in gentle terrain features. To generate distinct terrain

features, the mountain noise uses an amplitude several times that of the plain noise,

resulting in high spikes of values. As they are both converted into a Texture2D object,

the negative values are all cut off at zero, resulting in completely even terrain at those

spots. Both noises are added together, resulting in high amplitude spikes for mountains

where the plain noise does not have a significant impact, while on the completely even

places it generates a gently surface, resulting in a more realistic look.

The landscape makes use of the Terrain data structure provided by Unity, which has

built-in features for tiles of geometry, splatmaps for texturing and more. Unfortunately,

it seems that it is intended to be mainly used through the UI, as the documentation is

rather lackluster.

Terrain can be split in tiles, defined by the neighbors property, which automatically

smooths adjacent edges. This features was used in the early stages of development,

but was deactivated with the introduction of terrain sketches. While not impossible,

implementation of terrain sketches spread over multiple tiles was postponed due to time

constraints.

As the terrain is generated at runtime, texturing is a problem. To solve this, texture

splatting [127] can be used to dynamically apply texture onto the geometry, depending
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on parameters. Texture splatting uses splatmaps, which are essentially alphamaps the

size of the heightmap, defining the weight of a texture in the combined overall texture. In

Unity, the two obvious parameters are height and steepness of a point. Depending on

these two parameters, the mixture of textures can be calculated. In this case, textures

for lower regions are grass texture, higher textures become more dirt and rock heavy,

while at the top a snow texture is used. The steepness parameter is currently not used.

The terrain class has a number of other features, including placement of trees and other

small objects, which are currently not used.

A major problem when generating landscapes for games is the random nature of the

process, which makes it possible to have points of interest in unreachable spots. To

solve this problem, the concept of terrain sketches was adapted to the purpose.

In the approach by Zhou et al. [34], the concept was used to generated notable features

of the landscape, in this case mountain ridges. First, an existing heightmap was analyzed

on the characteristic features, which were extracted as small tiles. Those tiles were then

applied to a simple graphic, containing a sketch drawn by a human, while the rest of the

heightmap was filled with other features found in the existing heightmap and smoothed

out.

This process was adapted to use the generated plain- and mountains noise described

earlier. The sketch was generated based on the mission graph described in section

6.2.4, with the points of interest placed randomly in segments of the map based on the

number of missions and to make use of the complete map. They are then connected as

defined in the mission graph, which results in the sketch.

Instead of just adding the two noisemaps together, the concept is to weight the plains

noise higher the closer it is to the sketch, and vice versa for the mountains noise. The

result ensures that points of interest are reachable for the player, the look depends on

the other noise, especially the mountain noise. It is possible to cut through a mountain

region, which should be smooth.
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(a) landscape sketch (b) terrain weights map

Figure 5.1.: sketches for terrain

(a) landscape plains noise (b) landscape mountain noise

Figure 5.2.: landscape terrain noise
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Figure 5.3.: complete terrain heightmap

5.1.3. Cave

Caves also use Perlin noise, but only one layer and the further processing is different:

the noise is evaluated and if the values exceed a set or calculated threshold, they are

set to the maximum value and vice versa. This results in a black and white noisemap

with natural looking structures, the details depend on the settings used when generating

the noise. A minor flaw is that all walls seem angled, as the noisemap specifies a 2.5D

terrain heightmap and as a result, multiple Z-values for every x/y-coordinate are not

possible.

The noisemap is then used to generate a mesh, where the color values are used to

determine the z-coordinates of a vertex. Dynamic texturing similar to splatmaps in

the landscape was not implemented due to time constraints and because graphical

fidelity was not a high priority. The mesh generator used was taken from the Procedural

Examples package [128] published in the Unity Asset Store.

Terrain sketches are used similar as in terrain generation, although no weighting is used

as it is only one texture. They are simply drawn onto the existing texture with a set width

to create accessible paths.
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(a) raw noise for caves (b) noise after cave

Figure 5.4.: cave generation from noise

5.1.4. Dungeon

The dungeon generation uses a completely different concept than the previous two

methods. The commercial game TinyKeep [129] uses an approach based on nodes and

triangulation, as explained by the developer Phi Dinh [130]. Based on that, a similar but

simpler approach was developed.

The basic premise is still the same: rooms are generated and used as nodes in a graph,

which represents how the rooms are connected. Every room is a rectangle, described

through its lower left and upper right point. Additionally, the center point is calculated

and stored as it is used for graph calculation. With this approach, the usage of a terrain

sketch as used in the other level types is not necessary, as the graph structure already

ensures that all points of interest are reachable.

For the graph, numerous types are looked at: a minimum spanning tree is a well

understood graph, but it generates a lot of dead ends, which is not desired in this

case. The favorites were a Gabriel graph [131] and relative neighborhood graph [132].

They both generate structures that resemble human-made structures. The relative

neighborhood graph was ultimately chosen as it is a lot less complex to implement,
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(a) cave sketch (b) cave with sketch

Figure 5.5.: cave with sketch

although the naive implementation is of O(n3) complexity. But since the current maximum

number of rooms is only set to 10, it is not of concern, but should be noted in the future

if larger structures are to be generated. An algorithm with O(n2) complexity using a

Voronoi diagram and Delaunay triangulation is described in the paper.

The relative neighborhood graph was developed to extract a perceptually meaningful

structure from a set of points, similar to how a human would group points. In this type of

graph, two nodes are connected if there are no other nodes that are closer to either of

the two than they are to each other.

At the end of the generation process, the rooms are drawn onto a texture to use the

same mesh generator used in cave generation to create the actual geometry. It suffers

from the same downside of using a 2.5D terrain and seemingly angular walls.
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Figure 5.6.: Examples for generated dungeons

5.2. Adaptivity

Difficulty settings are implemented and affect the number of missions and objectives

generated. They have to be set manually, as they are currently only implemented with

future developments in mind. They can be changed during the game, but only affect it

before a level is generated. Missions in the landscape are only generated at the start of

the game and are not affected by changes during the game.

5.3. Game Concept

The game follows a rather simple concept, as the focus of this thesis is the procedural

generation in general, the game is only used as a proof of concept. Initially, a larger

concept involving a small role-playing game was planned, but not implemented due to

time constraints.

The starting point of the game is the landscape, were markers are placed to transition to

caves and/or dungeons, which are randomly selected and placed. Inside a dungeon or

cave, a submission is generated and in its current state, points of interest are generated

according to the missions and placed on the map randomly on the map and are shown

by markers. To have a minimal amount of actual gameplay, players are required to run

into a marker to fulfill the objective.
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6
Development of a PCG Module in Unity

This chapter gives a brief overview of the Unity Engine and details of the implementation

and architecture used in the library.

Note that all development was done with version 4.5 and 4.6 of Unity. A switch to version

5.0, which was released while developing, was neglected as the new features were not

considered to be useful for this thesis. Unity has separate 2D and 3D development

modes, which are not further used as only the 3D mode had the capabilities required.

6.1. Unity Engine

Unity comes with a fully graphical development environment. For developing code, the

MonoDevelop IDE is bundled with the Unity SDK, an optional extension to use Visual

Studio is available through a third party developer [133].

49



6. Development of a PCG Module in Unity

Every game consists of scenes (which can be seen as a equivalent of levels in general;

in this thesis, both terms are used synonymously), which contain all objects used. The

main building block of every scene is the GameObject, which is a container to hold so

called components, which provide functionality. Some examples are cameras, controllers

used by the player or any type of geometry.

Everything else used in scenes is called an asset, whether it be code, textures, sounds,

models or anything else. They are stored in a folder of the same name. It is recom-

mended to use a structure of sub-folders to organize all assets. Settings set in the

development UI are stored in a separate folder. These folders are the only ones that

have to be saved, as everything else is generated by Unity when loading a project.

Every piece of code is called a script and can be written in UnityScript (a JavaScript

dialect), C# or Boo (a language heavily inspired by Python). All code is compiled into

byte code to be run in the Common Language Runtime of the Mono platform [134], an

open source implementation of Microsofts dotNet platform. Development is not limited to

one language, all three can be mixed, with some limitations. Communication amongst

scripts can be done by calling publicly declared member functions or a simple messaging

system. The latter is only recommended with a limited amount of GameObjects, as

performance can be very slow. Alternatively, the dotNET event-system can be used, but

requires more administrative overhead, which is only worth it when there are a large

number of GameObjects in the given scene. For this thesis, scripts were only written in

C#, which was a personal choice of the author.

One particular feature of Unity is that member variables, which are declared public are

shown in the graphical UI and can be monitored and changed at runtime, which severely

reduces time to debug. This includes enum-values, which are displayed as drop-down

menus. An example is shown in figure 6.1.

Unity provides a huge number of classes and interfaces available to the developer,

which cover every basic aspect needed in game development, such as frequently used

mathematical functions as well as interfaces to all components used in Unity, which are

a great help with procedural content generation. Documentation is good, but clearly

lacking in some places, for example the description of Terrain and TerrainData
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Figure 6.1.: Display of public declared variables in Unity UI

functions is merely more than "use the function name in a sentence". But with the

widespread use, other resources provide more information.

A major concept of developing games with Unity are prefabs. Every GameObject can

be used as a prefab by simply dragging and dropping it into the assets view, all settings

are saved into the prefab. They can be used in other scenes and instantiated at runtime,

which makes them especially useful for functionality that is used regularly.

6.2. Procedural Content Generation Package

This section describes the Unity package developed in this thesis which can be used by

future projects and contains everything needed to procedurally generate levels.

6.2.1. General

Unity provides functionality to export assets from a project into a package, combining the

selected item in a container, which can be imported into Unity, preserving the defined

structure. In general, Unity does not force a directory structure onto the developer,

although it is advised to use one to organize the files. For script files this means that
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they are accessible (hence the access modifiers are set accordingly), no matter in which

(sub)directory they are located.

Most member variables in the created scripts are declared private and are accessible

through properties, which provide getter- and setter functionality. Functions are declared

private unless they are used from other classes, in that case they are also declared

static if they do not need information from an instantiated object.

6.2.2. Architecture

The package uses an object-oriented architecture. The general generation class

Generator provides basic functionality used for every level. Separate classes pro-

vide functionality specific for the set level, but use the Generator class through an

instantiated object. When useful, separate classes are created for additional functionality.

6.2.3. Integration in Unity Architecture

Newly created scripts through the Unity development UI have a standard structure: they

derive from the MonoBehaviour class and have callback function stubs for Start()

and Update() functions. Start() is called upon loading of the scene, while Update()

is called when a new frame is rendered. Additional useful callback functions are Awake()

(similar to Start() but called earlier in the loading process, useful for initialization) and

OnGUI() (renders the GUI elements).

Unity does not require any kind of architecture for the code, but it is recommended to

have a central GameObject handling all functionality. In this case, the GameManager

class handles functionality and initializes the basic functionality.

For every script that is attached to a GameObject, the public variables are shown in the

development UI. For basic data types such as numbers or strings, default values can be

set in the code, which are inherited in the UI. More specific data types such as textures

or other objects can be set through the UI, otherwise they are set to null.
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6.2.4. Content Generation Algorithms

This section briefly describes implementation details on the algorithms and data struc-

tures used in this thesis. For a general description, see section 5.1.

The previously described markers are saved as prefabs and are instantiated at runtime.

To do so they have to be specified in the code, according member variables are available

in all classes and can be identified by the go_ prefix, which stands for GameObject, the

data type of the variable.

Missions

Missions are organized in a graph-structure, with each graph object having a number of

MissionNode objects organized in a list, which makes it easier to traverse all nodes.

Each nodes also has a list with references to the following nodes, which makes for a

directed graph, which is sufficient in this case. Each node also has a defined task, stored

as a String and coordinates defining the point as two Integer values representing

the point on the noise texture and a boolean variable storing if an objective is completed

or not.

The definition of the grammar and production is handled by two classes, LSystem

and LSystemProductionRule. Constants and variables are stored in dictionaries of

type <string, string>. Production is handled by the ApplyRule function, which

internally uses the string.Replace function of C#.

The constructor of the according class, which defines the constants, variables and rules

for the grammar is shown for reference in tables A.16 and A.17.

Landscape

The main class to generate a landscape is the TerrainGenerator class. It uses an

instantiated Perlin noise generator and has a huge number of member variables, which

are mostly used to control the generation.

Key functions are FillHeights(), which generates the heightmap, and AssignSplatMap(),
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which generates the splatmaps for the current heightmap. Heightmaps are stored as

2D arrays of floats for every tile in a TerrainData object. Converting them between

float arrays and Texture2D objects should be kept to a minimum, as the loss of

precision can lead to rough landscapes with little stair-like terrain. The heightmaps are

also declared as static variables, preventing them from being deleted upon transitioning

to a different scene. When the player returns from a the sub level, the landscape is built

again with the previously generated heightmaps, because generating those is by far the

most complex and calculation intensive task.

Splatmaps currently support four different textures which is a hardcoded number, but

could be extended to support a dynamical number of textures . Weights for the texture

depends on the height of a specific point compared to the maximum height: the top 10%

and 35% respectively use a fixed texture without any mixture, lower levels use a mixture

of two textures while the lowest 20% use only one texture again. These values are also

hardcoded as determining them provided a big challenge, calculating them dynamically

proved to be out of the scope of this thesis.

A new mission is generated the first time the landscape is generated and is stored in the

GameManager to prevent it from being deleted upon transition to a different level.

The entrances to caves and dungeons are placed in the map through instantiation. The

last know position is also saved, so that the player is placed near the entrance after

leaving the sub level. The terrain sketch is applied using a key color to distinguish it from

noise. For every point on the heightmap, the euclidean distance to the nearest point of

the sketch is calculated, determining the weight for applying the sketch. The closer the

point is, the higher the weight is for the plains noise.

Cave

Caves are generated by the GeneratorCave class, which derives from MonoBehaviour.

It uses a Texture2D object to store the noise, which has less precision than using a

float array, but is easier to handle, especially as it can be drawn on without conversion.

The caveThreshold variable determines when a point in the noise is considered be-

longing to the floor or the ceiling, which can be set fixed or calculated from the average

54



6.2. Procedural Content Generation Package

Figure 6.2.: landscape ingame

value.

The terrain sketch is applied to the noise texture by drawing a square of set size onto

the noise where the sketch is, determined by the key color in the sketch texture. It uses

the mesh generator provided by the Generator class to generate geometry. Points

of interests of the generated mission are instantiated from prefabs and placed on the

geometry.

Dungeon

Dungeon generation is provided by the GeneratorDungeon class. It does not use

noise, but draws a number of rectangles onto a Texture2D object. But first the rooms

are calculated and stored in an more abstract class, making calculations easier as pixel-

operations on the Texture2D objects are expensive. Rooms are organized in a list

containing elements of the type Room. During the generation process it is ensured that

they stay inside the boundaries of the Texture2D object they are to be drawn on and do

not overlap. The center point of every room is used as a node in a relative neighborhood

graph, which is calculated and determines which rooms are to be connected. This graph
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Figure 6.3.: cave ingame

ensures that the corridors are laid planar on the map and can then be simply drawn by

calculating a right triangle between the two points and using the line between them as

hypotenuse.

6.2.5. Game Mechanics

To provide functionality for the proof of concept game, additional classes handle player

interaction and controls. Most of the controls for the player character and the camera are

adapted from a tutorial by Christian Geiger and Patrick Pogscheba [135]. Additional code

handles collisions between the player character and markers, which count as fulfilling an

objective.

6.2.6. Additional Code

Additional functionality is provided in specific classes, such as Gaussian and median

texture filter which can be used to smooth textures. Other classes provide functionality

for the main menu and an options menu, the latter is mainly used for experiments with
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Figure 6.4.: dungeon ingame

the GUI system of Unity introduced in version 4.6.

The GUI seen on the figures 6.2, 6.3 and 6.4 is done in code, but can also be created in

the UI, which has the advantage that the interface is visible in the UI and can be easily

adjusted, while the interface in code is only visible when the game runs. An example

used here is a reset button that puts the player in a safe place high above the level

geometry in case it gets stuck (since there is no falling damage calculated it is perfectly

safe).
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7
Conclusion

To conclude this thesis a short summary on the results of the particular reviews will be

stated and a final conclusion will be made.

First, a suitable game engine was selected, with a detailed view on libgdx, Esenthel

and Unity. Unity was selected, its biggest advantages being the wide variety of different

platforms supported without major changes needed, the possibility to use different

languages to write code and the wide acceptance by professional and hobby developers

alike, which directly leads to a huge amount of teaching resources available.

A small game was developed to test a library for procedurally generating content, with

various techniques being looked at. A terrain generator based on Perlin noise has been

used to generate a landscape, which is used as hub level. Two types of sub levels

were developed, with caves also based on Perlin noise, while dungeons use a relative

neighborhood graph to create a structure that looks like it has been made by humans,

while noise functions are more suitable for natural-like environments. To ensure that the
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points of interest in the level are reachable, the approach of terrain sketching has been

adapted to this use case. The basis for the sketches are generated missions, which are

generated by a formal grammar and translated into a graph structure.

The resulting library is suitable for role-playing and action-adventure games without

significant changes.
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8
Limitations and Future Work

This chapter describes the limitations of the current work and possible improvements

and extensions for future projects.

8.1. Levels

The generated levels were designed with a role-playing aspect in mind and should work

without modification in that genre. Due to the perspective used, action-adventure games

would also be possible, no matter if played from a first- or third-person perspective.

Games played from an isometric or birds eye view are also possible, but might require

some modifications as space outside of the players perspective was ignored due to not

being visible in the proof of concept game. This includes all geometry that is behind

walls generated by the mesh generator used in section 5.1.3 and 5.1.4.
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For strategy games the developed levels should also be usable, for multiplayer games

they might require modification to ensure an even playing field for all players.

The levels generated are not useful for platforming games, as they require a vastly

different level construction due to the changed perspective and lack of vertical elements.

The basic concept of using noise and graphs might be useful, but the process to get

finished levels has to be very different.

As the generated structures lack objects to separate parts of the levels from each other,

the whole level is accessible from he start. The mission structures are quite simple, but

the data structures used for missions are prepared to be used with complex, branching

and prerequisite tasks to form a progression model. An example can be seen in the

work of Joris Dormans [85] [86]. But the level has to be separated into logical segments

accordingly. Multiple missions in a level are also imaginable, with the graph structures

already prepared to support them. The objectives are currently randomly placed in a

segment defined by the number of objective types, which is a very basic distribution and

can lead to clumped up objectives. A different distribution would help with this and also

ensure the space is used to properly utilized.

The current level generation does not use all terrain features available from Unity. It

supports splitting the landscape into multiple tiles, which is currently not used due to

the terrain sketch not supporting it. This could be used to create a much bigger world,

which could be expanded at runtime and could take changing difficulty settings into

consideration.

8.2. Presentation

Generally, the graphical fidelity of the levels is not great, they are mostly empty geometry

with basic texturing or shading, aside from random elements in caves produced by the

noise. Unity has built-in features to place trees and details objects such as bushes

on terrains, but they are currently not used. Also, the calculation of the splatmaps is

currently very basic and static. A more sophisticated technique would increase the

graphical fidelity.

Caves and dungeons are currently only rudimentary textured if at all. Since the geometry
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is not known beforehand, texture alignment of pre-defined textures is tricky. Also, the

distribution of the polygons is not even, as the walls only consist of one stripe of triangles.

Texture synthesis could be used to solve this. Furthermore, there could be scenery

objects placed to increase the realism, for example rocks in caves and all kinds of man

made objects in dungeons like tables, chairs and wall paintings. Furthermore, player

models and points of interest are currently marked by simple placeholder objects, more

suitable ones would increase immersion.

8.3. Adaptivity

Currently, the game has three difficulty settings which only affect the structure of the mis-

sions generated in caves and dungeons. Missions on the landscape are only generated

once which is intended as changing them without a reason would most certainly lead

to confusion. They could be extended, depending on the performance of the player or

expand the landscape if needed.

Caves and dungeons are generated every time the player enters them and could be

adapted to reflect changes in the difficulty settings. Caves are based on Perlin noise

and different settings to create more or less complex structures are possible, but have

not been tested to an extend to be used in the current state. Dungeons are based on a

different structure, therefore other adjustments are available: the simplest one would be

to change the number of rooms, which is currently already done as every objective is

placed in exactly one room. But it is debatable if more rooms increase the challenge

or lead to frustration. A different type of graph could also be used, the currently used

random neighborhood graph was not chosen with this criteria in mind.

The difficulty is currently fixed and can only be changed in the development UI of Unity.

The difficulty levels are defined internally as an enum, making it possible to be changed

during the game without the UI. It is planned that they should be changeable by external

factors, such as the performance or the physical condition of the player as determined

by sensors. As an example, the current stress level of the player could be determined

and the difficulty could be decreased to lower the stress put on the player. Another way

could be to change the difficulty during a trial by the conductor, based on data he sees
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on a console which shows the performance and physical condition of the player. This

requires extensive expansion of the current structure.

To increase the capability of the adaptiveness, a detailed model of the players could be

used to determine and save the players skill and physical condition. Some examples are

given in section 2.3

8.4. Interfaces

To support adaptivity described in the previous section, gathering data from sensors

measuring bodily functions such as heart rate, blood pressure could be useful to deter-

mine the users physical condition. Additionally, it would be useful to adjust parameters

of the game from a separate program, which could be operated by the conductor of a

study to measure impacts of changing conditions for the players.
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Appendix

A.1. Cost-Utility Analysis

Table A.1.: considered game engines in cost-utility analysis

Name Supported

Platforms

Language En-

gine

Language

other

Licence

Blender Game

Engine

Windows,

Linux, MacOS

X

C/C++, Python C/C++, Python GPL

Cafu Engine Windows,

Linux

C/C++ C/C++ GPL
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Crystal Space Windows,

Linux, MacOS

X

C/C++ C/C++ LGPL

Esenthel

Engine

Windows,

Linux, MacOS

X, Browser,

Android, iOS

C/C++,

Java, Obj-

C, JavaScript

C/C++, Obj-C,

JavaScript

Proprietary,

free available

Irrlicht Windows,

Linux, MacOS

X

C/C++, C#,

VB.net

C/C++, C#,

VB.net

ZLIB

jMonkey Windows,

Linux, MacOS

X, Browser,

Android

Java Java, Ruby,

Python,

Javascript,

PHP

BSD

libgdx Windows,

Linux, MacOS

X, Browser,

Android, iOS

Java, C/C++ Java Apache 2

Neoaxis 3D

Engine

Windows, Ma-

cOS X

C/C++, C# C/C++, C# Proprietary,

free available

OGRE Windows,

Linux, MacOS

X

C/C++ C/C++ MIT

Panda3D Windows,

Linux, MacOS

X

C/C++, Python C/C++, Python BSD

ShiVa Engine Windows,

Linux, MacOS

X, Browser,

Android, iOS

C/C++ C/C++ Proprietary,

free available
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Unity Windows,

Linux, MacOS

X, Browser,

Android, iOS

C/C++ C#, JavaScript,

Python

Proprietary,

free available

C4 Engine Windows,

Linux, MacOS

X

C/C++ C/C++ Proprietary,

cost

DX Studio Windows C/C++, VB C/C++, VB Proprietary,

free available
Leadwerks En-

gine

Windows C/C++, C#,

Java, Perl,

Python

C/C++, C#,

Java, Perl,

Python

Proprietary,

cost

Visual3D

Game Engine

Windows,

Browser

C# C/C++. C#,

Ruby, Python,

F#, Lua

Proprietary,

cost

Unreal Devel-

opment Kit

Windows,

Linux, MacOS

X, Browser,

Android, iOS

C/C++ C/C++ Proprietary,

cost

Table A.2.: Criteria for cost-utility analysis

Criteria Weight

licence 10

open source 8

closed source 2

technical aspects 30

programming language engine 4

programming language gamecode 7

supported platforms 6
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functionality 5

architecture 8

activity of developers 20

frequency of updates 7

time since last update 7

presence in forums/wikis/chats 6

tool support 16

integration in IDEs 7

support for modelling/animation tools 5

provided tools 4

community 17

number of projects 5

activity of projects 6

activity in forums/wikis/chats 6

ease of learing 33

learning curve 9

available literature/tutorials 9

documentation 8

support by developers 7

Total: 135

A.2. Engine Cost-Utility Analysis
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Blender Game Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 15 96
Programming Language Engine 4 2 8
Programming Language Gamecode 7 4 28
Supported Platforms 6 3 18
Functionality 5 2 10
Architecture 8 4 32
Activity Developer 20 7 46
Frequency of updates 7 2 14
Time since last update 7 2 14
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 11 58
Integration in IDEs 7 3 21
Support for Modeling/Animation Tools 5 5 25
provided tools 4 3 12
Community 17 5 29
Number of Projects 5 1 5
Activity of Projects 6 2 12
Activity in Forums/Wiki/Chats/etc. 6 2 12
ease of learning 33 11 92
learning curve 9 3 27
available literature/tutorial 9 3 27
documentation 8 3 24
support by developers 7 2 14
Total 126 54 361

Table A.3.: cost-utility analysis of Blender Game Engine
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Cafu Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 15 96
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 28
Supported Platforms 6 2 12
Functionality 5 4 20
Architecture 8 3 24
Activity Developer 20 7 46
Frequency of updates 7 3 21
Time since last update 7 1 7
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 9 46
Integration in IDEs 7 2 14
Support for Modeling/Animation Tools 5 4 20
provided tools 4 3 12
Community 17 8 46
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 3 18
ease of learning 33 12 97
learning curve 9 3 27
available literature/tutorial 9 2 18
documentation 8 3 24
support by developers 7 4 28
Total 126 57 371

Table A.4.: cost-utility analysis of Cafu Engine
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Crystal Space
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 18 110
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 28
Supported Platforms 6 3 18
Functionality 5 4 20
Architecture 8 4 32
Activity Developer 20 7 46
Frequency of updates 7 3 21
Time since last update 7 1 7
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 5 27
Integration in IDEs 7 1 7
Support for Modeling/Animation Tools 5 4 20
provided tools 4 0 0
Community 17 9 51
Number of Projects 5 3 15
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 3 18
ease of learning 33 10 81
learning curve 9 1 9
available literature/tutorial 9 3 27
documentation 8 3 24
support by developers 7 3 21
Total 126 54 355

Table A.5.: cost-utility analysis of Crystal Space
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Esenthel Engine
Criteria Weight degree of fulfillment Score
licence 10 5 10
open source 8 0 0
closed source 2 5 10
Technical 30 20 120
Programming Language Engine 4 3 12
Programming Language Gamecode 7 3 21
Supported Platforms 6 5 30
Functionality 5 5 25
Architecture 8 4 32
Activity Developer 20 14 94
Frequency of updates 7 5 35
Time since last update 7 5 35
Activity in Forums/Wiki/Chats/etc. 6 4 24
Tool Support 16 13 69
Integration in IDEs 7 4 28
Support for Modeling/Animation Tools 5 5 25
provided tools 4 4 16
Community 17 8 46
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 3 18
ease of learning 33 12 98
learning curve 9 2 18
available literature/tutorial 9 3 27
documentation 8 4 32
support by developers 7 3 21
Total 126 72 437

Table A.6.: cost-utility analysis of Esenthel Engine
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Irrlicht Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 15 90
Programming Language Engine 4 3 12
Programming Language Gamecode 7 3 21
Supported Platforms 6 3 18
Functionality 5 3 15
Architecture 8 3 24
Activity Developer 20 7 46
Frequency of updates 7 2 14
Time since last update 7 2 14
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 10 56
Integration in IDEs 7 4 28
Support for Modeling/Animation Tools 5 4 20
provided tools 4 2 8
Community 17 9 51
Number of Projects 5 3 15
Activity of Projects 6 2 12
Activity in Forums/Wiki/Chats/etc. 6 4 24
ease of learning 33 13 107
learning curve 9 2 18
available literature/tutorial 9 4 36
documentation 8 4 32
support by developers 7 3 21
Total 126 59 390

Table A.7.: cost-utility analysis of Irrlicht Engine
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jMonkey Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 19 115
Programming Language Engine 4 4 16
Programming Language Gamecode 7 4 28
Supported Platforms 6 4 24
Functionality 5 3 15
Architecture 8 4 32
Activity Developer 20 9 60
Frequency of updates 7 3 21
Time since last update 7 3 21
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 7 39
Integration in IDEs 7 3 21
Support for Modeling/Animation Tools 5 2 10
provided tools 4 2 8
Community 17 9 52
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 4 24
ease of learning 33 14 116
learning curve 9 3 27
available literature/tutorial 9 4 36
documentation 8 4 32
support by developers 7 3 21
Total 126 63 422

Table A.8.: cost-utility analysis of jMonkey Engine
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libgdx
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 19 113
Programming Language Engine 4 4 16
Programming Language Gamecode 7 4 28
Supported Platforms 6 5 30
Functionality 5 3 15
Architecture 8 3 24
Activity Developer 20 14 94
Frequency of updates 7 5 35
Time since last update 7 5 35
Activity in Forums/Wiki/Chats/etc. 6 4 24
Tool Support 16 6 37
Integration in IDEs 7 4 28
Support for Modeling/Animation Tools 5 1 5
provided tools 4 1 4
Community 17 8 46
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 3 18
ease of learning 33 12 99
learning curve 9 3 27
available literature/tutorial 9 3 27
documentation 8 3 24
support by developers 7 3 21
Total 126 64 429

Table A.9.: cost-utility analysis of libgdx
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NeoAxis Engine
Criteria Weight degree of fulfillment Score
licence 10 5 10
open source 8 0 0
closed source 2 5 10
Technical 30 17 101
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 28
Supported Platforms 6 2 12
Functionality 5 5 25
Architecture 8 3 24
Activity Developer 20 12 80
Frequency of updates 7 4 28
Time since last update 7 4 28
Activity in Forums/Wiki/Chats/etc. 6 4 24
Tool Support 16 12 61
Integration in IDEs 7 3 21
Support for Modeling/Animation Tools 5 4 20
provided tools 4 5 20
Community 17 9 52
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 4 24
ease of learning 33 11 89
learning curve 9 3 27
available literature/tutorial 9 2 18
documentation 8 2 16
support by developers 7 4 28
Total 126 66 393

Table A.10.: cost-utility analysis of NeoAxis Engine
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OGRE Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 14 85
Programming Language Engine 4 3 12
Programming Language Gamecode 7 3 21
Supported Platforms 6 3 18
Functionality 5 2 10
Architecture 8 3 24
Activity Developer 20 11 73
Frequency of updates 7 4 28
Time since last update 7 3 21
Activity in Forums/Wiki/Chats/etc. 6 4 24
Tool Support 16 4 24
Integration in IDEs 7 2 24
Support for Modeling/Animation Tools 5 2 10
provided tools 4 0 0
Community 17 14 28
Number of Projects 5 4 20
Activity of Projects 6 5 30
Activity in Forums/Wiki/Chats/etc. 6 5 30
ease of learning 33 15 123
learning curve 9 2 18
available literature/tutorial 9 5 45
documentation 8 4 32
support by developers 7 4 28
Total 126 63 425

Table A.11.: cost-utility analysis of OGRE Engine
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Panda3D Engine
Criteria Weight degree of fulfillment Score
licence 10 5 40
open source 8 5 40
closed source 2 0 0
Technical 30 14 85
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 28
Supported Platforms 6 3 18
Functionality 5 3 15
Architecture 8 3 24
Activity Developer 20 6 39
Frequency of updates 7 1 7
Time since last update 7 2 14
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 6 31
Integration in IDEs 7 1 7
Support for Modeling/Animation Tools 5 3 20
provided tools 4 1 4
Community 17 9 52
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 4 24
ease of learning 33 13 107
learning curve 9 3 27
available literature/tutorial 9 3 27
documentation 8 4 32
support by developers 7 3 21
Total 126 55 366

Table A.12.: cost-utility analysis of Panda3D Engine
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Shiva3D Engine
Criteria Weight degree of fulfillment Score
licence 10 5 10
open source 8 0 0
closed source 2 5 10
Technical 30 19 112
Programming Language Engine 4 3 12
Programming Language Gamecode 7 3 21
Supported Platforms 6 5 30
Functionality 5 5 30
Architecture 8 3 24
Activity Developer 20 6 39
Frequency of updates 7 2 14
Time since last update 7 1 7
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 9 43
Integration in IDEs 7 1 7
Support for Modeling/Animation Tools 5 4 20
provided tools 4 4 16
Community 17 8 46
Number of Projects 5 2 10
Activity of Projects 6 3 18
Activity in Forums/Wiki/Chats/etc. 6 3 18
ease of learning 33 11 90
learning curve 9 2 27
available literature/tutorial 9 3 27
documentation 8 3 24
support by developers 7 3 21
Total 126 58 340

Table A.13.: cost-utility analysis of Shiva3D Engine
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Unity Engine
Criteria Weight degree of fulfillment Score
licence 10 5 10
open source 8 0 0
closed source 2 5 10
Technical 30 21 127
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 30
Supported Platforms 6 5 30
Functionality 5 5 30
Architecture 8 4 32
Activity Developer 20 13 88
Frequency of updates 7 5 35
Time since last update 7 5 35
Activity in Forums/Wiki/Chats/etc. 6 3 18
Tool Support 16 9 41
Integration in IDEs 7 0 0
Support for Modeling/Animation Tools 5 5 25
provided tools 4 4 16
Community 17 15 85
Number of Projects 5 5 25
Activity of Projects 6 5 30
Activity in Forums/Wiki/Chats/etc. 6 5 30
ease of learning 33 17 142
learning curve 9 4 36
available literature/tutorial 9 5 45
documentation 8 5 40
support by developers 7 3 21
Total 126 80 493

Table A.14.: cost-utility analysis of Unity Engine Engine
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Unreal Development Kit
Criteria Weight degree of fulfillment Score
licence 10 5 10
open source 8 0 0
closed source 2 5 10
Technical 30 20 121
Programming Language Engine 4 3 12
Programming Language Gamecode 7 4 28
Supported Platforms 6 5 30
Functionality 5 5 30
Architecture 8 3 24
Activity Developer 20 14 94
Frequency of updates 7 5 35
Time since last update 7 5 35
Activity in Forums/Wiki/Chats/etc. 6 4 24
Tool Support 16 12 59
Integration in IDEs 7 2 14
Support for Modeling/Animation Tools 5 4 24
provided tools 4 5 20
Community 17 14 80
Number of Projects 5 4 20
Activity of Projects 6 5 30
Activity in Forums/Wiki/Chats/etc. 6 5 30
ease of learning 33 15 124
learning curve 9 2 18
available literature/tutorial 9 5 45
documentation 8 5 40
support by developers 7 3 21
Total 126 80 486

Table A.15.: cost-utility analysis of Unreal Development Kit
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A.3. Production Rules for Mission Generation

Table A.16.: Constants and variables defined in the grammar for mission generation

Constant (non-terminal symbol) Symbol

Start S

End E

Key K

Chest C

Find F

Enemy E

Overworld1 Dungeon Od

Overworld1 Cave Oc

Variable (terminal symbol) Symbol

Location L

Objective O

Replacer R

Table A.17.: Grammar and corresponding code

Rule name formal rule code (parameters for new

LSystemProductionRule())

remove replacer R → m_variables["Replacer"],

string.Empty

remove location L → m_variables["Location"],

string.Empty)

FindKeysAndChest O → RC m_variables["Objective"],

m_variables["Replacer"] + " " +

m_constants["Chest"]

keychest1 R → RK m_variables["Replacer"],

m_variables["Replacer"] + " " +

m_constants["Key"]1old name for landscape
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keychest2 R → K m_variables["Replacer"],

m_constants["Key"]

FindStuff O → R m_variables["Objective"],

m_variables["Replacer"]

find1 R → RF m_variables["Replacer"],

m_variables["Replacer"] + " " +

m_constants["Find"]

find2 R → F m_variables["Replacer"],

m_constants["Find"]

Enemy O → E m_variables["Objective"],

m_variables["Replacer"]

kill1 R → RE m_variables["Replacer"],

m_variables["Replacer"] + " " +

m_constants["Enemy"]

kill2 R → E m_variables["Replacer"],

m_constants["Enemy"]

EnterLocation L → LR m_variables["Location"],

m_variables["Location"] + " " +

m_variables["Replacer"]

enterDungeon R → Od m_variables["Replacer"],

m_constants["Overworld Dungeon"]

enterCave R → Oc m_variables["Replacer"],

m_constants["Overworld Cave"]
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Glossary

2.5D terrain Simple form of terrain description, using a 2D map with a value at each

X/Y-coordinate (X/Z in some cases) defining the height. Major downside is that

multiple levels of terrain and overhangs are not possible. 37, 41, 44, 46

bot Computer-controlled characters in an otherwise for multiple human players made

game. 12

graphical user interface Drawn interface on screen with which the user can interact

with an application. Typical elements are text-labels, buttons and drop-down lists.

Possible input devices mouse and keyboard or touch-based devices.. 35

GUI graphical user interface. 35, 57

heightmap Raster image that stores values that specify the elevation of a point in

relation to a presumed floor plainss. 8, 19, 38, 41, 42, 44, 53, 54, 85

IDE Integrated Development Environment. 28, 32

massivly multiplayer online role-playing game description. 12

MMORPG massivly multiplayer online role-playing game. 12

PCG procedurally generated content. 34

Perlin noise Noise function created by Ken Perlin, generates plasma fractals.[30] and

[31]. 41, 44, 53
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